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Abstract— Evolving multi-parameter, multi-configuration 

systems require regression test suite that can be customized. This 
is in terms of run time. Run time can be customized by 
generating the combinations using combinatorial techniques. For 
systems like Contiki operating system, the test cases need to be 
executed in its simulator Cooja. Executing test cases in a 
simulator requires functional test cases to be generated from the 
combinatorial parameter combinations obtained. In this work we 
present a methodology to generate the functional test cases. We 
present Functional Test Case Generator for Contiki and Cooja 
(FTCGCC), which is a tool developed using our methodology. We 
demonstrate use of our tool by generating customizable 
regression test suite for Contiki and Cooja using code coverage as 
criteria. FTCGCC is developed for the test case generation when 
target System Under Test is IoT operating system Contiki and its 
simulator Cooja. We find that our tool generates all the test 
cases. FTCGCC generates the cases which are readily executable 
in the Contiki and Cooja environment. Further, the approach 
mentioned can be used in other cases where the simulators are 
involved which accept the XML based test cases. The design of 
the FTCGCC can be reused for other simulators. The FTCGCC 
test case generator engine is generic in nature. 
 

Index Terms— ACTS, CONTIKI, COOJA, CT, CT-RTS, 
NIST 
 

I. INTRODUCTION 
OMBINATORIAL  testing (CT) is field of testing which is in 
practice both in the industry and research [1]. When the 

System Under Test (SUT) has combination of configurations 
or input parameters, CT can be used to reduce the number of 
regression test cases needed [2] [3]. National Institute of 
Standards and Technology (NIST) gives the tools which aid in 
performing combinatorial testing. Advanced Combinatorial 
Testing for Software (ACTS) is one such tool [4]. ACTS tool 
takes the input parameter and input parameter modeling and 
generates the test design document which is in the form of 
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rows. Each row is independent test case. For the cases when 
the test cases are readily executable as in the case of Graphical 
User Interface (GUI) applications, no intermediate step is 
required. However, when the test environment expects the test 
cases in a particular format, intermediate processing is 
required. For the System Under Test (SUT) as Contiki 
operating system and its simulator Cooja, the test design 
contains the test cases which are not readily executable in the 
SUT test environment. Manual generation of functional test 
cases is a tedious and error prone task. In this work we present 
our tool, Functional Test Case Generator which can be used 
for auto-generation of functional test cases. We demonstrate 
the successful application of our tool to generate the functional 
test cases for the Contiki operating system. The novelty of the 
FTCGCC is that it is a tool developed for the specific 
requirements of the test case generation for Contiki and Cooja. 
We evaluated few generic purpose test case generators such as 
IBM ATG, TCGTool, Randoop, Automatic Testing Platform, 
Conformiq. These are generic purpose tools. These tools 
generate the test cases either on the basis of code or 
requirement. However, they do not meet the requirements of 
functional test case generation for Contiki and Cooja. We 
therefore had to develop the FTCGCC from scratch for this 
work. The FTCGCC takes the text file as input and generates 
the test cases which are readily executable in Contiki and 
Cooja based test environment as explained in the subsequent 
sections of this work. In this work we give the details of the 
high level design and software implementation of the tool in 
further sections. The usage of the tool and final results of the 
test case execution are also documented. 
 
                              Table 1. Existing test case generation tools 

Test case 
generator 

Owner Remarks 

IBM ATG IBM Model Based 
Testing tool 

TCGTool SourceForge Test Case 
generation from 
finite state 
machines. 

Randoop University of 
Washinton 

Junit test case 
generator 

Automatic 
Testing 

SourceForge Useful for the 
web 

Functional Test Case Generator for Contiki 
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Platform applications on 
the client side 

Conformiq Conformiq Test case 
generation from 
graphical 
model. 

Blueprint Blueprintsys Test case 
generation from 
requirements. 

 

II. COMBINATORIAL TESTING AND NIST ACTS TOOL 
For real world software, the number of input parameters and 
their combinations can be very large making it impractical to 
develop test cases covering all the combinations of the input 
parameters. Combinatorial testing addresses this issue partially 
[2]. NIST offers ACTS covering array generator produces 
compact arrays covering 2-way to 6-way combinations. 
We use the ACTS tool to generate the required combinations 
to generate a regression test suite. We use as SUT the Contiki 
operating system and its Cooja simulator. In Section III and IV 
we explain the details of the SUT chosen and the challenges in 
developing a practical regression test suite. Subsequent 
sections explain more about the ACTS tool usage and the 
details of our proposed tool f or auto generation of the test 
cases from the ACTS output. 

III. CONTIKI THE IOT OPERATING SYSTEM 
Internet of Things (IoT) comprises of things or devices with 
unique identities that are connected to the internet. The choice 
of the operating system for the device depends on the purpose 
of the node. A typical IoT network comprises of expensive 
nodes and inexpensive nodes. Inexpensive nodes just collect 
and forward the data to the nearest expensive node. Expensive 
nodes on the other hand do have few analytics capabilities in 
addition to the functionalities possessed by the inexpensive 
nodes. A generic IoT device supports Connectivity, Processor, 
Audio/Video interfaces, I/O interfaces for sensors and  
actuators, Memory interfaces and Storage interfaces. 
 
 
Table 2. Node operating systems 

Node type Example operating system 
Inexpensive node Contiki, RIOT and Tiny OS 
Expensive node Ubuntu core, Arch Linux, 

Amazon FreeRTOS, 
Android Things, Rasbian 
Linux etc 

 
 
The Operating system will have all these constraints into 
consideration while being developed. In addition the IoT 
operating system needs to support the protocols desired. The 
IoT protocol stack contains mainly four layers: 

i. Link layer 
ii. Network layer 

iii. Transport layer 

iv. Application layer 
 

Table 3. IoT layers and protocols 

Layer Protocol examples 
Link layer Ethernet, Bluetooth, Zig 

bee, Wi-Fi, Wi-max or long 
range communication 
protocol such as 
3G/LTE/5G etc. 

Network layer IPV4, IPV6, 6 LOW PAN 
Transport layer TCP or UDP 
Application layer HTTP, COAP, Websockets, 

MQTT, XMPP or AMQP 
 
Contiki, as the device layer OS, supports the protocols 
mentioned above. Contiki has the functionality 
implementation for all the above mentioned protocols. To test 
the protocol functionality a regression test suite needs to 
contain the corresponding test cases. Contiki operating system 
needs be tested to ensure that all the claimed platforms are 
supported by the Contiki operating system. Contiki supports 
platforms such as Exp5438, z1, wismote, micaz, sky, sentilla-
usb and esb among others. In addition, there needs to be test 
cases to for the other functionality such as file system support 
etc..   

IV. COOJA SIMULATOR 
The Cooja simulator in its current form was designed and 
developed by Fredrik Osterlind. Since then it has evolved by 
many contributors. The acronym Cooja is derived from 
Contiki Operating System Java Simulator. Originally the 
Contiki was developed for resource constrained Wireless 
Sensor Network (WSN) nodes [6]. The main goal of the Cooja 
simulator is extensibility. Cooja achieves it using the 
interfaces and plugins.  
Interfaces is for node property such as 

• Position of the node 
• Button  
• Radio transmitter 

On the other hand plugin is used for interacting with 
simulation such as 

• To control simulation speed 
• To watch all network traffic between the simulated 

nodes 
Since Cooja simulator supports several different simulation 
environments at a s ame time simulation of HetNets 
(Heterogeneous Networks) is possible. The advantage of using 
the Java is that the Java supports JNI (Java Native Interface) 
using which the simulator can talk to real Contiki operating 
systems.  
The test cases of the Contiki/Cooja are in the form of XML 
files. These files have *.csc extensions. The test cases 
typically compile the firmware in the *.c format and embed 
the firm ware in the Simulator. The firmware compiled 
depends on the  target platform. In this work we focus on the 
XML files with *.csc extension and their auto-generation for 
the task at hand. 
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V.  REGRESSION TEST SUITE AND AUTOGENERATION OF 
FUNCTIONAL TEST CASES 
Contiki operating system and its regression test suite is made 
available publically. The regression test suite has test cases to 
cover the protocols mentioned in the Table 3 and all other 
parameters.  We did a study of the length of the fuctional test 
case as the number of parameters increased [5]. We found that 
an input of all parameters will result in test cases with XML 
files of length exceeding 1500 lines. We found that using just 
two parameters at a t ime results in a m anageable length of 
XML files and does not significantly reduce code coverage. 
The test cases have an average length of 150-450 XML Lines 
Of Code (LOC) per test case. There was a need to we develop 
a tool that auto generates the XML files partially if not 
complete in all aspects. Our proposed Functional Test Case 
Generator for Contiki and Cooja (FTCGCC) was developed 
and was found to be effective in auto generation of XML files. 
We developed the tool using J2SE. Section VII and VIII 
elaborate more on the tool code, purpose and usage. 

VI. REGRESSION TEST SUITE OF CONTIKI OPERATING 
SYSTEM 

Contiki team maintains the test suite called regression test 
suite which is available to the user community. We studied the 
regression test suite that is publically available and looked at 
the code coverage aspects of it. We found that there was a 
need to re-design the test cases to meet required coverage in a 
short duration, preferably over-night execution [6], [7].  
Further, it was noticed that the test cases were concentrated 
around few hardware (mote) types in the test suite [8]. We 
used the ACTS tool to generate a combination of parameters 
to ensure combinatorial coverage. The output of the ACTS 
tool gave output test cases which were evenly distributed 
around all the parameters. Further steps were needed to 
convert this test design into functional test cases.  
 
It was found that the test cases combinations that were output 
from the ACTS tool needed to be processed to be ready to be 
inputs to Contiki as SUT.  It was noticed that processing step 
was needed which would convert the test cases output by the 
ACTS to functional test cases. In addition we found that the 
base regression test suite of Contiki and Cooja consisted of 64 
test cases with incomplete code coverage. There was need to 
add the additional test cases to the base regression test suite to 
see how the code coverage varies with the additional test cases 
using code coverage tools. For this, we used the code coverage 
tools CodeCover and OpenClover [9] [10] [11].  
 
The design of the test suite was done in the ACTS tool. ACTS 
tool generated 289 test cases. It was noticed that the 289 test 
cases were super-set of the base regression test suite. Since the 
execution time needs to be typically over-night, there was a 
need to to limit the test cases. Authors studied the code 
coverage with additional 35 test cases being added. 
There exist two types of scenarios as depicted in the Figure 1. 
when ACTS tool is involved. 
 

• When the test cases are readily executable on the 
target SUT as in case of GUI SUT 

• When the test cases in the ACTS design need to be 
converted into executable test cases called functional 
test cases using the intermediate step. 

 
In this latter case, we need a tool to make a co mplete 
Generation to Execution tool. For Contiki OS we found that 
each test case requires more than 100 lines of XML code. And 
for the additional 35 test cases, straight calculation gives more 
than 3500 lines of XML code. In addition, manually coding 
further means that the process could be error prone. We 
looked at possible mechanism for automation of the functional 
test case generation. Our work has resulted in development of 
Functional Test Case Generator for Contiki and Cooja 
(FTCGCC). The tool takes as an input a human readable text 
file and generates XML files understandable by the Cooja 
simulator. 

VII. REQUIREMENTS OF THE FTCGCC 
High level requirements for the tool are as follows: 
 

1. The FTCGCC should take the text file and generate 
the XML files which are in the *.csc format 
understandable by Cooja simulator 

2. The text file consists of records separated by special 
characters “(“ and “)” 

3. Each record maps to individual test case. 
4. Each line in the record separated by special character 

“{“ and “}” called  field within the test case, should 
map to a logical block of the test case. 

5. The input text file could contain any number of 
records and any number of fields within the records. 
The parser should be generic enough to handle this. 

VIII. HIGH LEVEL DESIGN OF FTCGCC 
The tool is designed such that it takes the input text file output 
of the ACTS tool consisting of records and fields. In the 
output, the field and field values are separated by special 
character “,”. If the input file consists of N records, the 
FTCGCC outputs N test cases. The test case creation is two 
pass mechanism: 

• In the first pass, complete test case except the 
JavaScript is created using the FTCGCC. 

• Since the JavaScript is scenario specific, it needs to 
be coded manually to suit the scenario under study.  

• In the second pass, the JavaScript is embedded 
manually in the test case created in the first pass. 

Figure 1. gives the high-level functionality of the tool. As can 
be seen from the diagram, tool accepts the text file as input 
and generates the test cases as per the requirement. If the input 
file instructs the tool to generate “m” test cases, the tool 
generates the “m” test cases. Further sections elaborate the 
tool in more details. As will be explained in the subsequent 
sections, the test cases are complete in all respect except for 
the scenario specific JavaScript. JavaScript contains the 
scenario specific information which needs to be coded using 
the JavaScript language.  
 
Figure 2. gives the blocks involved in the design of the 
FTCGCC.  
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• First the input file is split using the Java’s regexp 
package, which is described in Section 5.1. This step 
splits the input file in the form of records and fields. 
Each record maps to one test case and each field 
within the record maps to logical block within the test 
case. 

• Next, the data structures within the tool are populated 
as per the parsed input file. These data structures act 
as driver data. The driver drives the generic engine 
which is meant for generating the XML files. The 
Cooja code is reused heavily in the generic engine. 

 
                           Fig 1. Functionality of FTCGCC 

 
Table 4. Stages and Functionality of FTCGCC 

Stage Description 
Stage 1 Creation of input file to 

FTCGCC 
Stage 2 FTCGCC creates records 

and fields using the Java 
regexp package 

Stage 3 FTCGCC populates the vital 
data structures which act as 
driver data 

Stage 4 FTCGCC drives the generic 
engine using the driver data 
of stage 3. 

Stage 5 FTCGCC outputs the 
skeleton XML files in *.csc 
format. 

Stage 6 The scenario specific 
JavaScript is embedded in 
the XML 

Stage 7 Fully functional test cases 
are ready 

 

 
                Fig 2. Stages and block diagram of FTCGCC 

IX. SOFTWARE IMPLEMENTATION 
To design a tool with the taking care of all the requirements, 
existing *.csc files of the Contiki and Cooja were analyzed. 
The implementation phase came up with the generic *.csc 
template as depicted in Figure 3. Vital entities that drive the 
simulator of the Contiki were observed. In this phase we came 
up with the template input file to be supplied to the tool and 
the same is depicted in Figure 4. 
The csc which stands for the Cooja simulation configuration 
file contains the simulation configuration information 
understandable by the Cooja simulator. The simulation 
configuration mainly contains blocks that can be classified in 
the following categories  
i) Simulation  
ii) Plugins  
iii) Scenario specific JavaScript  
Simulation block contains radio medium information with 
mote type (along with firmware information) and mote 
information. Mote type and mote information is repeatable 
block. 
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                 Figure 3. Generic structure of the csc file. 

 

A. Java’s regexp parser 
The java.util.regex package is designed to perform 
sophisticated pattern matching operations. Regular expression 
is a s tring of characters describing character sequences. 
Regular expressions also called patterns can be a s et of 
characters, wildcard character combinations along with 
various quantifiers. 
Regexp is a powerful package for text processing. Particularly, 
following operations can be done very easily with the help of 
Regexp 

• Text processing 
• Text manipulation 
• Tokenisation 

The input file was designed such that: 
• Each record which maps to test case starts with 

special character “(“ and ends with “)” 
• Each field which maps to logical block in the test 

case starts with special character “{“ and ends with 
“}” 

• Field name and field values are separated by special 
character “,” 

We created the patterns for each of the unique character 
sequences mentioned above and we split the character 
sequences accordingly. 
 

 
                 Fig 4. Sample input file for the FTCGCC 

B. Java’s document object model parser 
In our proposed tool FTCGCC we integrate a third party 
software Java Document Object Model (JDOM). JDOM was 
created by Jason Hunter and Brett. JDOM is a m ethod of 
representing XML document for easy reading/writing and 
manipulation. JDOM is an open source initiative with Apache 
style license. JDOM integrates with Document Object Model 
(DOM) and Simple API for XML (SAX).  
JDOM salient features include 

• It is light weight 
• It can represent full document 
• It supports document modification 
• It is easy to use 

FTCGCC imports Application Programming Interfaces (APIs) 
of following four classes 

• org.jdom.Document 
• org.jdom.Element 
• org.jdom.output.XMLOutputter 
• org.jdom.output.Format 

C. Data structure and functions used in FTCGCC 
Java’s ArrayList can dynamically grow or shrink and is a 
variable length array of object references. Vector is similar to 
ArrayList, but is synchronized. Table 5. gives the important 
data structures and functions. Description column details the 
intended functionality. 
 
Table 5. Important data structures and functions 

Entity Description 
private Vector<Mote> motes Stores the motes 

in Vector 
private Vector<MoteType> moteTypes Stores the 

moteTypes in 
Vector 
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public static ArrayList<Element> 
config 

Stores the XML 
elements in 
ArrayList 

public MoteType[] getMoteTypes() Returns all mote 
types in 
simulation 

public MoteType getMoteType(String 
identifier) 

Returns mote 
type with given 
identifier. 

public Collection<Element> 
getConfigXML() 

Returns the 
current 
simulation config 
represented by 
XML elements. 

public boolean setConfigXML() Sets the current 
simulation config 
depending on the 
given 
configuration 

public void saveSimulationConfig(File 
file) 

Saves the 
Simulation 
Config as an 
XML 

 

X. FTCGCC USAGE IN CONTIKI ENVIRONMENT 
After designing and developing our FTCGCC tool we 
simplified the steps needed to use it. The procedure for its use 
are summarized below. 
 
1. github 
"https://github.com/Abhinandan1414/CoojaTestCaseGeneratio
n", download the content 
2. Create an input file with the syntax which adheres to syntax 
of "GenTest.txt"  
3. Set the CLASSPATH to $CLASSPATH:cooja.jar:. 
4. Copy the artifacts to directory of your setup 
5. Create directory lib and copy jdom.jar jsyntaxpane.jar 
log4j.jar JDOM_LICENSE JSYNTAXPANE_LICENSE 
LOG4J_LICENSE 
6. Then compile the GenTestcsc.java 
7. Run GenTestcsc 
 
The user needs to visit the github. User needs to download the 
content. An input file with the name GenTest.txt needs to be 
created with the syntax mentioned. The class path needs to be 
set to path which reflects current path with the cooja.jar 
appended. Since the Cooja makes use of third party libraries, 
the third party libraries need to be copied in a manner 
explained. The source file GenTestcsc.java needs to be 
compiled. The last step is running the GenTestcsc.java. The 
output will be the test cases as instructed by the input file, 
GenTest.txt. 

XI. FTCGCC USAGE RESULTS 
The tool FTCGCC was successfully used for generating 
additional test cases to be added to the base regression test 
suite of Contiki and Cooja and saved approximately 100 lines 
of XML coding per test case. A sample XML file generated is 

depicted in the Figure 5. As can be seen from the figure 5, the 
test case is complete in all aspects except the JavaScript which 
is embedded manually in the subsequent steps. The file 
contains the information such as number of motes and mote 
configuration, radio medium and mote position information. 
Complete code to be used along with the usage details is in Git 
hub repository [12]. Final logs of the test cases are kept in the 
Google docs repository [13]. The directory contains the 
OpenClover log files which can be readily read in the browser 
of choice. To begin with the index.html needs to be opened in 
the browser. 
 

 
             Figure 5. Sample output of FTCGCC 

XII. CONCLUSION 
This work presents tool Functional Test Case Generator for 
Contiki and Cooja. With this tool it was possible to 
successfully generate functional test cases. Augmentation of 
the existing regression test suite was studied in th is work. 
Using our tool, a user could customize the number of test 
cases which are added to the existing regression test suite.  
This will result in a customized generation with the 
requirement of code coverage, execution time etc. Our tool 
will reduce the manual effort of manual coding needed for the 
functional test case generation. Since the manual coding is 
reduced there was reductions in the test case errors and the 
manual effort. Further since the test case generation was 
automated it is possible to re-generate the test cases as per the 
need of coverage and execution time the test suite. The input 
file to the tool needs to be modified as per the needs. 
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The procedure that was followed during the study of the 
Contiki Operating System and its Cooja simulator can be used 
with any other multiparameter multi input software. No 
information other than the publically available data was 
needed to follow the procedure described in this work and 
design a suitable tool. In the future we will be looking at other 
such software and their regression test suites. The study and 
demonstration in this work can be used to apply the similar 
techniques for other open source software. 
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